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Mit diesem Artikel wollen wir die Serie über die Infrastruktur  von Objekten in Java fortsetzen. Nachdem wir uns in den vergangenen Artikel ausführlich mit der Thematik "Objekt-Vergleich" befasst haben, wollen wir uns nun einem anderen Grundlagenthema zuwenden - dem Kopieren von Objekten. Wann und warum braucht man überhaupt Kopien von Objekten? Wie erzeugt man eine Kopie?  Welche Infrastruktur muss für das Kopieren zur Verfügung gestellt werden? In diesem Kontext spielen das Cloneable-Interface und die clone()-Methode eine Rolle.   Wie spielen sie zusammen?  In welcher Beziehung stehen Object.clone(), das Cloneable-Interface und die clone()-Methode der eigenen Klasse? Braucht man clone() überhaupt oder gibt es Alternativen?  Wie kopiert man Objekte mit und ohne clone()?  Was sind die Vor-und Nachteile der verschiedenen Techniken?  Diese Fragen diskutieren wir in der vorliegenden Ausgabe unserer Kolumne. In der nächsten Ausgabe werden wir dann die Implementierung von clone()diskutieren

# Wofür braucht man clone() ?

In Java unterscheidet man zwischen Variablen vom primitivem Typ (wie char, short, int, double, etc.) und Referenzvariablen (von einem class oder interface-Typ).  Variablen von primitivem Typ enthalten einen Wert des entsprechenden Typ und sowohl beim Zuweisen und Vergleichen als auch bei der Übergabe an und Rückgabe von Methoden wird immer der enthaltene Wert übergeben bzw. verglichen.  Das ist bei Referenzvariablen anders.  Das Objekt, auf das eine Referenzvariable verweist, wird per Referenz verwaltet und herumgereicht.  Beim Zuweisen und Vergleichen per Zuweisungs- und Vergleichsoperator werden lediglich die Adressen der referenzierten Objekte zugewiesen bzw. verglichen; die referenzierten Objekte spielen gar keine Rolle. Ebenso wird bei der Übergabe an oder Rückgabe von Methoden nur die Adresse von Objekten übergeben, nicht jedoch das referenzierte Objekt selbst.

Die Referenzsemantik in Java spart Overhead, den das Kopieren der Objekte verursachen würde, führt aber andererseits zu manchmal unerwünschten Beziehungsverflechtungen.  Bisweilen ist es in Java schwer, den Überblick darüber zu behalten, wer wann zu welchem Zweck eine Referenz auf ein bestimmtes Objekt hält und was der Betreffende mit der Referenz anstellt.  Da es in der Sprache auch kein Konzept und Sprachmittel zum Schutz der referenzierten Objekte vor Modifikationen gibt, kann im Prinzip jeder, der eine Referenz auf ein Objekt hält, das referenzierte Objekt ändern.  Das kann zu überraschenden Effekten führen.

Sehen wir uns ein typisches Beispiel für die Schwierigkeiten mit der Referenzsemantik an:

class ColoredPoint {   
  private Point p;   
  private int color;   
  public ColoredPoint (Point newP, int newColor)   
  { p = newP; color = newColor; }                       // (1)   
}   
...   
Point[] createLine(int len, int m, int c) {   
  Point nextPoint = new Point(0,c);                     // (2)   
  Point [] line = new Point[len];   
  for (int i=0; i<len; i++) {   
    line[i] = new ColoredPoint(nextPoint , 0xFF00FF);   // (3)   
    nextPoint.x += 1;   
    nextPoint.y += m; }   
  return line;   
}

Wir haben eine Klasse ColoredPoint, die einen Punkt mit zwei Koordinaten und eine Farbe enthält. Der Konstruktor der Klasse ColoredPoint bekommt Initialwerte für diese beiden Daten und merkt sie sich in entsprechenden privaten Feldern. Die Methode createLine() erzeugt ein Array von Points, das eine Linie beschreibt.  Wie sieht die Linie aus, die von createLine() erzeugt wird? Nicht ganz so, wie sich der Autor das gedacht hat.  Wo ist das Problem?

Das Problem liegt in der Referenz-Semantik der Variablen in Java. Die Methode createLine() berechnet für jeden Punkt in dem Array, das die Linie beschreiben soll, die jeweiligen Koordinaten. Diese Koordinaten werden in dem Point-Objekt nextPoint abgelegt (siehe Codezeile (2)). Dieses Point-Objekt wird benutzt, um jeweils einen neuen ColoredPoint zu erzeugen, dessen Referenz schließlich im Array abgelegt wird (siehe Codezeile (3)).

Das Missverständnis besteht darin, dass createLine() offensichtlich davon ausgeht, dass der Konstruktor von ColoredPoint sich den Point, der als Konstruktor-Argument übergeben wird, merkt, indem er sich eine Kopie davon anlegt.  Tatsächlich merkt sich der ColoredPoint-Konstruktor aber nur die Adresse des übergebenen Point-Objekts; die Zuweisung p = newP; (siehe Code-Zeile (1)) ist eine Zuweisung von Referenzvariablen und das ist in Java lediglich die Zuweisung der Objekt-Adresse, nicht des Objekt-Inhalts.  Die Linie wird also aus len-vielen Punkten bestehen, die alle die zuletzt berechneten Koordinaten  enthalten, weil sie alle auf das eine Point-Objekt nextPoint verweisen, das am Anfang der Methode createLine() erzeugt wurde.

# Object Sharing

Das Beispiel demonstriert eine in Java typische Situation, die häufig dann auftritt, wenn Argumente an Konstruktoren übergeben werden, die der Konstruktor sich dann in Feldern der Klasse merken will.  In solchen Fällen will die Klasse oft keine Referenz auf das übergebene Objekt halten, sondern will ihre eigene Kopie davon haben. Die Kopie hat den Vorteil, dass sie nicht mit anderen Objekten geteilt werden muss. In obigem Beispiel ist genau das Gegenteil eingetreten: mehrere ColoredPoint-Konstruktoren haben sich Referenzen auf ein einziges Point-Objekt gemerkt und damit dieses Point-Objekt zum Gemeinschaftsgut gemacht. Eine solche Situation bezeichnet mal als Object Sharing und sie kann zu Problemen führen, wie in obigem Beispiel: das Object Sharing hat sich später in der createLine()-Methode negativ bemerkbar gemacht, weil das gemeinsam verwendete Point-Objekt verändert wurde.  In unserem Beispiel wäre es sicher besser gewesen, wenn der Konstruktor eine Kopie angelegt hätte und sich eine Referenz auf seine eigene Kopie des Point-Objekts gemerkt hätte. Wie man sieht, führt das Object-Sharing leicht zu Problemen und kann durch das Anlegen von Kopien vermieden werden.

Unerwünschtes Object-Sharing tritt nicht nur im Zusammenhang mit Konstruktoren auf.  Eine ähnliche Situation liegt beispielsweise vor, wenn Objekte von Methoden zurück gegeben werden.  Wenn etwa die Methode einer Klasse eine Referenz auf ein Feld der Klasse zurückliefert, dann bekommen alle Empfänger des Returnwerts eine Referenz auf ein gemeinsam verwendetes Objekt.  Auch das ist oft unerwünscht und der Empfänger will eigentlich seine eigene Kopie des zurück gelieferten Objekts haben. Um das zu erreichen, könnte die betreffende Methode jedes Mal eine Kopie anlegen und eine Referenz auf die jeweilige Kopie zurück geben.

Woher weiß man eigentlich, ob bei der Übergabe von Referenzen an und von Methoden die Gefahr eines unerwünschten Object-Sharings besteht? Woran kann man erkennen, ob eine Referenz, die von einer Methode zurückgegeben wird, auf das Original verweist oder auf eine Kopie?  Oder, betrachten wir unser Beispiel: woran hätte der Autor der createLine()-Methode erkennen können, wie der ColoredPoint-Konstruktor mit der übergebenen Point-Referenz umgeht? Ansehen kann man das einer Methode in Java nicht. Solche Details müssen in der JavaDoc-Beschreibung der Methode dokumentiert sein.  Deshalb sollten generell alle Methoden, die Referenzen bekommen oder zurückgeben, in der JavaDoc klare Aussagen über die Benutzung der Referenz machen.  Bei der Rückgabe von Referenzen muss klar sein, ob die gelieferte Referenz aufs Original-Objekt verweist und zu Objekt-Sharing führt, oder ob die Methode bereits von sich aus eine Kopie angelegt hat und eine Referenz auf diese Kopie zurückliefert.  Bei der Übergabe von Referenzen an eine Methode muss ebenfalls geklärt sein, ob die Methode intern eine Kopie des referenzierten Objekts anlegt und verwendet, oder ob die Methode mit dem referenzierten Original-Objekt arbeitet. Im letzteren Fall muss ggf. der Aufrufer vor dem Aufruf der Methode bereits eine Kopie anlegen, wenn ein Objekt-Sharing verhindert werden soll. Der Aufrufer kann zur Sicherheit immer eine Kopie anlegen, ganz egal was die gerufene Methode macht, aber das ist natürlich nicht die effizienteste Lösung, weil unter Umständen unnötig oft kopiert wird. In jedem Fall muss die Arbeitsteilung zwischen Aufrufer und Methode geklärt und in der JavaDoc dokumentiert sein. Ohne klare Beschreibung in der JavaDoc kann kein Benutzer einer Methode wissen, ob er zur Vermeidung von Objekt-Sharing vor oder nach dem Aufruf der Methode Kopien angelegen muss oder nicht.

Im Zusammenhang mit der Übergabe von Referenzen an und von Methoden kommt es nicht automatisch immer zu Object-Sharing-Situationen.  Solche Situationen treten nur auf, wenn beide (Aufrufer und gerufene Methode bzw. Klasse) das referenzierte Objekt nach dem Aufruf noch weiter verwenden wollen, wie etwa in unserem Beispiel mit createLine(): wenn createLine() darauf verzichtet hätte, das Point-Objekt, das an den ColoredPoint-Konstruktor übergeben wurde, weiter zu verwenden, dann wäre überhaupt kein problematisches Object Sharing entstanden.  Analog bei der Rückgabe von Referenzen:  wenn eine Methode eine Referenz auf ein Objekt zurück gibt, dass sie gerade eben mit new angelegt hat, dann kann auch nichts passieren.  Das Problem tritt nur auf, wenn die Methode eine Referenz zurück gibt, die auch später noch der Methode (oder anderen Methoden der Klasse) zugänglich ist, etwa weil die Referenz auf das zurück gegebene Objekt in einem Feld der Klasse abgelegt ist. Dann hat sowohl der Aufrufer über die zurückgegebene Referenz Zugriff auf das Objekt als auch die Klasse mit all ihren Methoden.  Wenn aber die zurückgegebene Referenz nirgendwo hinterlegt wurde, dann hat nur der Aufrufer Zugriff aufs Objekt und ein problematisches Object-Sharing kommt überhaupt nicht zustande.

Das Anlegen von Kopien ist im übrigen nicht die einzige Antwort auf unerwünschtes Object-Sharing.  Die oben geschilderten Probleme lassen sich unter Umständen auch ohne Kopien lösen, zum Beispiel mit Immutability-Adaptoren. Wenn das gemeinsam verwendete Objekt nämlich unveränderlich (immutable) ist, dann stört das Object Sharing nicht, und dann ist auch nicht nötig, Kopien anzulegen.  Immutability wollen wir aber in dieser Ausgabe der Kolumne nicht besprechen.  Wir wollen uns statt dessen ansehen, wie man Kopien von Objekten erzeugt, wenn man solche Kopien braucht.

# Das Kopieren von Objekten

Für das Erzeugen von Kopien von Objekten gibt es in Java mehrere Möglichkeiten. Eine Klasse, die es ermöglichen will, dass Kopien von ihren Objekten erzeugt werden, kann eine clone()-Methode implementieren und/oder einen sogenannten Copy-Konstruktor zur Verfügung stellen. Es gibt auch noch andere Beispiele für Kopierfunktionalität, die aber ebenfalls auf Konstruktoren beruhen.

## Klonen per clone()-Methode

Wenn eine Klasse eine clone()-Methode hat, dann können Kopie mit Hilfe dieser Methode erzeugt werden. clone() erzeugt ein neues Objekt vom gleichen Typ mit gleichem Inhalt und gibt eine Referenz auf das neue Objekt als Ergebnis zurück. Klassen, die eine clone()-Methode implementieren, müssen zusätzlich das Cloneable-Interface implementieren.  Das Cloneable-Interface ist ein reines Marker-Interface, d.h. es ist leer, und definiert nicht etwa die clone()-Methode, wie man erwarten könnte.  Es wird lediglich verwendet, um klonbare (cloneable) Klassen von nicht-klonbaren Klassen zu unterscheiden. Wofür das gebraucht wird, sehen wir uns später noch im Detail an.  Schauen wir erst einmal ein Beispiel für eine cloneable Klasse an. Die JDK-Klasse java.util.Date ist ein Beispiel:

public class Date implements Cloneable {   
   ...   
   public Object clone() { ...  }   
   ...   
}

## Kopieren per Copy-Konstruktor

Wenn eine Klasse einen Copy-Konstruktor hat, dann kann man diesen Konstruktor verwenden, um Kopien zu erzeugen.  Das ist eine Alternative zur clone()-Methode.  Der Begriff "Copy-Konstruktor" stammt aus C++. Man bezeichnet damit einen Konstruktor, der ein Objekt vom eigenen Typ als Argument akzeptiert und ein neues Objekt vom gleichen Typ mit gleichem Inhalt - nämlich die Kopie - erzeugt. Die JDK-Klasse java.lang.String ist ein Beispiel für eine solche Klasse:

public final class String {   
  ...   
  public String(String original) { ... }   
  ...   
}

## Andere Formen des Kopierens

Daneben gibt es Klassen, die werden copy-konstruierbar noch cloneable sind. Die JKD-Klasse java.lang.StringBuffer ist ein solches Beispiel:

public final class StringBuffer {   
   public StringBuffer(String str) { ...  }   
   public String toString() { ...  }   
}

Man kann eine Kopie eines StringBuffer  erzeugen, indem man das Original in einen String konvertiert und aus diesem String einen neuen StringBuffer konstruiert:

StringBuffer copy = new StringBuffer(original.toString());

Auf die Vor- und Nachteile der verschiedenen Techniken gehen wir nächsten Artikel genauer ein.  Es wird sich herausstellen, dass clone() die für das Kopieren zu empfehlende Technik ist. Hier wollen wir uns zunächst ansehen, was von einer Implementierung der clone()-Methode genau erwartet wird.

# Der clone()-Contract

Die Anforderungen an die clone()-Methode einer Klasse sind im sogenannte clone()-Contract beschrieben, den man in der JavaDoc unter Object.clone() findet.  Hier ist der Original-Wortlaut:

*Creates and returns a copy of this object. The precise meaning of "copy" may depend on the class of the object.   
The general intent is that, for any object x, the expression:   
         x.clone() != x   
will be true, and that the expression:   
         x.clone().getClass() == x.getClass()   
will be true, but these are not absolute requirements. While it is typically the case that:   
         x.clone().equals(x)   
will be true, this is not an absolute requirement.   
Copying an object will typically entail creating a new instance of its class, but it also may require copying of internal data structures as well. No constructors are called.*

Das bedeutet das Folgende:

* Klon und Original sind verschiedene Objekte, d.h. sie sind an verschiedenen Stellen im Speicher angelegt.
* Klon und Original sind vom selben Typ.
* Klon und Original sollten gleich sein im Sinne von equals(), d.h. sie sollten den gleichen Inhalt haben.

# Die Methode Object.clone()

Wenn man eine Klasse cloneable machen will, dann muss die Klasse das Cloneable-Interface implementieren und eine clone()-Methode, typischerweise mit der Signatur public Object clone(), definieren.  Im einfachsten Fall implementiert man die clone()-Methode, indem man super.clone() aufruft.

class MyClass implements Cloneable {   
  ...   
  public Object clone() {   
    try { return super.clone(); } catch (CloneNotSupportedException e) {}   
  }   
  ...   
}

In diesem einfachen Fall hat man einfach nur die geerbte Methode Object.clone() als public-Methode zugänglich gemacht. Die Superklasse Object hat nämlich eine clone()-Methode, aber die ist protected und steht damit im public Interface ihrer Subklassen nicht automatisch zur Verfügung. Deshalb sind Java-Klassen zunächst einmal nicht cloneable;  man muss die clone()-Methode erst einmal zugänglich machen.

Dazu genügt es nicht, eine public clone()-Methode zur Verfügung zu stellen, sondern die Klasse muss zusätzlich das Cloneable-Interface implementieren, sonst gibt es eine CloneNotSupportedException. Das Implementieren des Cloneable-Interface ist nötig, weil Object.clone() prüft, ob das this-Object von einem Typ ist, der das Cloneable-Interface implementiert.  Falls man clone() auf einem Objekt aufruft, das nicht cloneable ist, dann wirft Object.clone() eine CloneNotSupportedException. Das Zugänglich-Machen der clone()-Methode reicht also noch nicht; die Klasse muss außerdem immer auch das Cloneable-Interface implementieren.

Bei dieser Prüfung wird deutlich, dass das Cloneable-Interface als Marker-Interface dient: die Methode Object.clone() verwendet es zur Unterscheidung zwischen klonbaren und nicht-klonbaren Objekten.

* Die nicht-klonbaren Objekte dürfen nicht geklont werden; deshalb wird eine CloneNotSupportedException geworfen.
* Für die klonbaren Objekte erzeugt Object.clone() einen Klon. Dazu alloziert Object.clone() den benötigten Speicher und kopiert alle Felder des Objekts "as if by assignment", wie es in der Spezifikation heißt.  Das bedeutet, dass Object.clone()alle Felder von this an die korrespondierenden Felder des neu erzeugten Objekts zuweist, was bei Referenzen heißt, dass nur die Referenz, nicht aber das referenzierte Objekt kopiert wird.  Solche Kopien bezeichnet man als "flache Kopie" (shallow copy), im Gegensatz zur "tiefen Kopie" (deep copy), bei der alle Referenzen rekursiv verfolgt und auch die referenzierten Objekte kopiert werden.

Arrays werden im übrigen implizit als cloneable angesehen und haben eine clone()-Methode, die eine "shallow copy" des Arrays anlegt: es werden alle Felder des Arrays kopiert; wenn die Felder Referenzen sind, werden nur die Referenzen, nicht aber die referenzierten Objekte kopiert.

Object.clone() ist als native Methode implementiert, d.h. sie ist nicht in Java, sondern in einer anderen Programmiersprache implementiert. Im Prinzip kann man sich die Implementierung der Methode Object.clone() so vorstellen, dass sie erst prüft, ob das this-Objekt cloneable ist. Wenn ja, dann wird Speicher in ausreichender Menge besorgt und der Inhalt von this wird bitweise kopiert.  Das ergibt dann genau den Effekt einer "shallow copy".

# Shallow Copy vs. Deep Copy

In unserem Beispiel einer ersten einfachen Implementierung von MyClass.clone() (siehe oben) haben wir eine clone()-Methode implementiert, die eine flache Kopie des Originals erzeugt.  Nun ist die Frage: ist diese Implementierung korrekt? Oder anders gesagt, wann sind flache Kopien ausreichend bzw. unzureichend? Sehen wir uns das einmal am Beispiel der clone()-Methode von Arrays an, die ja ebenfalls eine flache Kopie des Arrays erzeugt.

Point[] pa1 = { new Point(1,1), new Point(2,2) };   
Point[] pa2 = null;

try {   
 pa2 = (Point[]) pa1.clone();   
} catch (CloneNotSupportedException e) { ... }

Hier wird ein Point-Array geklont per Aufruf der clone()-Methode für Arrays. Danach sieht die Situation wie folgt aus:
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Was passiert, wenn man eines der beiden Point-Arrays manipuliert?  Hier ist ein Beispiel mit ein paar Modifikationen des Klons pa2:

pa2[0] = new Point(-2,-2);   
pa2[0].x =  2;   
pa2[1].y = -2;

Auf den ersten Blick würde man annehmen, dass nur der Klon pa2 sich ändert, weil alle Zuweisungen im gezeigten Code sich auf pa2 beziehen.   Aber so einfach ist das nicht. Da der Klon eine flache Kopie des Originals ist, wirken sich einige der Modifikationen auch auf das Original pa1 aus:
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Das ist nicht ganz das, was man sich unter einem Klon vorstellt.  Die Idee des Klonens oder Kopierens ist, dass Original und Kopie voneinander unabhängig sind, d.h. Veränderungen des einen Objekts sollen keine Auswirkungen auf das andere Objekt haben. Das ist hier ganz offensichtlich nicht erreicht worden; das geklonte Array erfüllt die Unabhängigkeitsanforderung nicht . Um eine Unabhängigkeit von Original und Klon zu erreichen, müssten wir hier eine tiefe Kopie machen.  Das könnte man wie folgt implementieren:

Point[] pa1 = { new Point(1,1), new Point(2,2) };   
Point[] pa2 = null;

try {   
  pa2 = pa1.clone();   
  pa2[0] = (Point) pa2[0].clone();   
  pa2[1] = (Point) pa2[1].clone();   
} catch (CloneNotSupportedException e){ ... }

Hier wird nicht nur das Array, sondern es werden auch alle Array-Elemente kopiert.  Jetzt haben Original und Klon wirklich nichts mehr miteinander zu tun und Veränderungen des einen betreffen den anderen nicht.

![http://www.angelikalanger.com/Articles/EffectiveJava/05.Clone-Part1/imageQ1G.JPG](data:image/jpeg;base64,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)

# Wann ist eine Kopie "tief genug"?

Wie das Beispiel zeigt, erreicht man mit einer tiefen Kopie das angestrebte Ziel, nämlich dass Original und Klon voneinander unabhängig sind.  Der Aufwand für die tiefe Kopie ist aber nicht in allen Fällen erforderlich.  Man unterscheidet 3 Fälle:

* Arrays von primitivem Typ
* Arrays von Referenzen auf unveränderliche Objekte
* Arrays von Referenzen auf veränderliche Objekte

*Arrays von primitivem Typ.* Nehmen wir als Bespiel ein Array von int-Werten, das wir klonen wollen. Die flache Kopie, die von clone() für Arrays erzeugt wird, ist bereits tief genug. Das liegt daran, dass Variablen von primitivem Typ ihre Werte enthalten und nicht auf sie verweisen. Deshalb ist die bitweise Kopie des Array-Elements, die von clone() erzeugt wird, tatsächlich eine Kopie des int-Werts selbst und es ist über den Aufruf von clone() für das Arrray hinaus nichts weiter zu tun, um einen echten Klon eines int-Arrays zu erzeugen.

|  |  |
| --- | --- |
| int[] ia1 = { 1, 2 };  int[] ia2 = null;  try {     ia2 = (int[]) ia1.clone();  } catch (CloneNotSupportedException e) { ... } | http://www.angelikalanger.com/Articles/EffectiveJava/05.Clone-Part1/imageVRR.JPG |

*Abbildung 1: Klonen eines Arrays von primitivem Typ*

*Arrays von Referenzen auf unveränderliche Objekte.* Für ein Array von Referenzen auf unveränderliche Objekte ist die flache Kopie, die von clone() für Arrays erzeugt wird, bereits tief genug. Das Ergebnis der flachen Kopie sind zwei Arrays, die die gleichen Adressen enthalten und damit auf dieselben Objekte verweisen.  Da die referenzierten Objekte aber nicht verändert werden können, ist das Object-Sharing unproblematisch.   Betrachten wir als Beispiel ein Array von Strings:

|  |  |
| --- | --- |
| String[] sa1 = { "one", "two" };  String[] sa2 = null;  try {   sa2 = (String[]) sa1.clone();   } catch (CloneNotSupportedException e) { ... } | http://www.angelikalanger.com/Articles/EffectiveJava/05.Clone-Part1/imageH0M.JPG |

*Abbildung 2: Klonen eines Arrays von Referenzen auf unveränderliche Objekte*

Warum sind Original und Kopie in diesem Beispiel voneinander unabhängig, obwohl sie alle Array-Elemente gemeinsam referenzieren?  Sehen wir uns an, welche Modifikation überhaupt auftreten können. Veränderungen des Originals und der Kopie betreffen jeweils nur die Arrays selbst, aber niemals die gemeinsam verwendeten String-Objekte. Die beiden gemeinsam referenzierten Strings "one" und "two" können nicht modifiziert werden, weil die Klasse String keine modifizierenden Methoden zur Verfügung stellt.  Ein Aufruf wie sa1[1].concat(" steps") zum Beispiel sieht zwar so aus, als verändere er den String "two", aber in Wirklichkeit erzeugt dieser Aufruf einen neuen String mit Inhalt "two steps". Dieser neue String kann dann den alten ersetzen, z.B. durch sa1[1] = sa1[1].concat(" steps"), aber davon ist das andere Array sa2 nicht betroffen.

*Arrays von Referenzen auf veränderliche Objekte.* Das ist der Fall, den wir am Beispiel des Point-Arrays bereits ausführlich diskutiert haben. Hier reicht die flache Kopie nicht und es müssen neben dem Array auch alle referenzierten veränderlichen Array-Elemente kopiert werden, damit Original und Klon voneinander unabhängig sind.

|  |  |
| --- | --- |
| Point[] pa1 = { new Point(1,1), new Point(2,2) };  Point[] pa2 = null;  try {    pa2 = pa1.clone();    pa2[0] = (Point) pa2[0].clone();     pa2[1] = (Point) pa2[1].clone();  } catch (CloneNotSupportedException e){ ... } | http://www.angelikalanger.com/Articles/EffectiveJava/05.Clone-Part1/imageKLL.JPG |

*Abbildung 3: Klonen eines Arrays von Referenzen auf veränderliche Objekte*

Was wir hier am Beispiel von Arrays beschrieben haben, gilt ganz analog auch für Klassen.

*Arrays* haben *Elemente* , die entweder von primitivem Typ sind oder aber Referenzen auf veränderliche oder unveränderliche Objekte.  Die clone()-Methode für Arrays kopiert sämtliche Elemente bitweise. Je nach Art der Elemente genügt das oder es muss eine tiefe Kopie gemacht werden, wie oben beschrieben.

*Objekte* , d.h. Instanzen von Klassen, haben *Felder* , die entweder von primitivem Typ sind oder aber Referenzen auf veränderliche oder unveränderliche Objekte.  Wenn man die clone()-Methode für eine solche Klasse implementieren will, dann wird man alle nicht-statischen Felder kopieren, so wie das Array-clone() sämtliche Array-Elemente kopiert.

Ganz analog zum Array stellt sich auch hier die Frage: genügt eine bitweise Kopie der Felder oder müssen Referenzen verfolgt werden und tiefe Kopien angelegt werden? Die Antwort ist dieselbe wie für Arrays:  wenn die Felder von primitiven Typ sind oder Referenzen auf unveränderliche Objekte, dann genügt normalerweise die bitweise Kopie (die übrigens von Object.clone() bereits erzeugt wird).  Wenn die Felder Referenzen auf veränderliche Objekte sind, dann muss eine tiefe Kopie angelegt werden.

Allgemein kann man die Regel für die Tiefe der beim Klonen zu erzeugenden Kopie wie folgt formulieren: das Original-Objekt (oder -Array) und sein Klon müssen so unabhängig voneinander sein, dass keine Operation auf dem Original den Klon betrifft und umgekehrt. Alle Implementierungen von clone() sollten dieser Anforderung genügen. In der Praxis findet man manchmal clone()-Methoden, die keine ausreichend tiefe Kopie liefern; clone() für Arrays ist ein Beispiel, wie wir oben gesehen haben.  Solche Implementierungen sollte man bei eigenen Klassen vermeiden.  Es kann zwar vorkommen, dass man keine hinreichend tiefe Kopie erzeugen kann (wir werden im nächsten Artikel sehen warum), aber in solchen Fällen sollte man dann lieber gar kein clone() als ein inkorrektes clone() zur Verfügung stellen.

Und noch ein Hinweis:  Wenn eine Klasse keine clone()-Methode definiert, dann sollte sie auch nicht das Cloneable-Interface implementieren.  Dann klingt zwar fast wie ein Witz, kann aber vorkommen, weil das Cloneable -Interface leer ist.  Man kann in der Tat (absichtlich oder versehentlich) eine Klasse definieren, die das Cloneable-Interface implementiert, aber keine clone()-Methode hat.  Das ist zwar von der  Logik her widersinnig, aber syntaktisch völlig in Ordnung.  Der Compiler lässt das durchgehen, weil das Cloneable -Interface keine einzige Methode vorschreibt, auch keine clone()-Methode.

# clone() und Generische Collections

Das leere Cloneable-Interface macht auch sonst noch Schwierigkeiten, beispielsweise beim Kopieren von generischen Collections.   Unter generischen Collections versteht man heterogene Container, die Elemente verschiedenen Typs enthalten.  Das einfachste Beispiel ist ein Array von Objects.  Jedes Array-Element ist eine Referenz auf ein Objekt eines beliebigen Klassen- oder Interface-Typs in Java.  Wie kann man so ein Object-Array klonen oder kopieren?

public class MyClass implements Cloneable {   
  private Object oa[];

  public Object clone() {   
    Object[] tmp = oa.clone();

    for (int i=0; i<oa.length; i++)   
       ... clone each array element ...   
    return tmp;   
  }   
}

Für solche Situationen gibt es die clone()-Methode.  Im Prinzip ist es so gedacht, dass man für jedes Array-Element die clone()-Methode aufruft, vorausgesetzt das Array-Element ist überhaupt cloneable.  clone() ist eine non-final Methode und so würde dann für jedes Element, egal welchen Typs es zur Laufzeit ist, die clone()-Methode dieses Typs angestoßen. Das würde dann so aussehen:

    ...   
    for (int i=0; i<oa.length; i++)   
      if (oa[i] instanceof Cloneable) {   
         tmp[i] = ((Cloneable) oa[i]).clone();   
      }   
    ...

Leider beschwert sich aber der Compiler über diesen wohlgemeinten Versuch, die clone()-Methode aufzurufen - und zu recht.  Wir haben zwar ordnungsgemäß von Object nach Cloneable gecastet, um clone() nur dann aufzurufen, wenn das Objekt cloneable ist, und um die CloneNotSupportedException zu vermeiden.  Aber da das Cloneable-Interface leer ist, gibt uns der Cast keinen Zugriff auf die clone()-Methode.  So geht's also nicht; per Cast haben wir keine Chance clone() aufzurufen, solange wir den echten Typ des Objekts nicht kennen. Da bleibt dann nur eine Lösung: man muss sich zur Laufzeit Information darüber beschaffen, ob das Objekt von einem Typ ist, der die clone()-Methode implementiert und wenn ja, dann muss man diese clone()-Methode aufrufen.  Für solche Aufgaben gibt es Reflection in Java.

# Aufruf von clone() über Reflection

Im Package java.lang.reflect (zum Teil auch im Package java.lang) liefert der JDK Funktionalität, mit der man zur Laufzeit Meta-Information über Java-Typen beschaffen und benutzen kann. Man kann sich mit Hilfe der Methode getClass(), die bereits in Object definiert ist, ein Objekt vom Typ Class geben lassen, welches den Typ des Objekts repräsentiert, auf dem die getClass()-Methode aufgerufen wurde.  Mit diesem Class-Objekt kann u.a. Information über Felder und Methoden der Klasse besorgt werden.  In unserem Fall interessieren wir uns für eine bestimmte Methode, nämlich die clone()-Methode, die wir aufrufen wollen.  Das sieht wie folgt aus:

...   
for (int i=0; i<oa.length; i++)   
    if (oa[i] instanceof Cloneable) {   
      try {   
        tmp[i] = oa[i].getClass()   
                 .getMethod("clone", null)   
                 .invoke(oa[i], null);   
      } catch (Exception e) {   
        throw new CloneNotSupportedException();   
      }   
    }   
 ...

Auf die Details von Reflection wollen wir an dieser Stelle nicht weiter eingehen.  Es sei aber angemerkt, dass Methoden-Aufrufe über Reflection nicht nur umständlicher und wesentlich unleserlicher sind als normale Aufrufe, sie sind auch deutlich aufwendiger und langsamer.  Laufzeit-Unterschiede in der Größenordnung von 1:100 (je nach Virtueller Maschine und System-Kontext) sind nicht unrealistisch.  Außerdem können bei Benutzung von Reflection zur Laufzeit wesentlich mehr Fehler auftreten als beim normalen statischen Aufruf. Beispiel: wenn man sich beim Methoden-Namen vertippt hat, dann merkt das normalerweise der Compiler; beim Aufruf der Methode über Reflection wird dieser Fehler erst beim Programmablauf bemerkt und führt zu einer Exception, auf die das Programm sinnvoll reagieren muss. Die Nachteile des Methoden-Aufrufs über Reflection sind verglichen mit dem statischen Methodenaufruf gravierend. Man wird deshalb normalerweise immer den statischen Aufruf vorziehen. Beim Klonen von generischen Collections kann man die Nachteile durch die Reflection-Nutzung aber leider nicht vermeiden, weil wegen dem leeren Cloneable-Interface der statische Aufruf überhaupt nicht möglich ist.

# Non-Cloneable Objekte in Generischen Collections

Beim Kopieren von generischen Collections hat man nicht nur Probleme mit dem leeren Cloneable-Interface, sondern der Container könnte auch Referenzen auf Objekte enthalten, die tatsächlich gar nicht cloneable sind.  Da hilft dann auch Reflection nichts mehr und man muss zu anderen Kopier-Techniken greifen.  Dazu muss man aber sämtliche non-cloneable Typen per Fallunterscheidung identifizieren und die für den jeweiligen Typ passende Kopiertechnik kennen.  Hier sind ein paar Beispiele:

for (int i=0; i<oa.length; i++)   
    if (oa[i] instanceof Cloneable) {   
      ... call clone via reflection ...   
    }   
    else if (oa[i] instanceof StringBuffer)   
      tmp[i] = new StringBuffer (oa[i].toString());

    else if (oa[i] instanceof String)   
      tmp[i] = oa[i];   
    ...   
    // all other types   
    ...   
    else throw new CloneNotSupportedException();

Diese Fallunterscheidung ist natürlich ein Albtraum was Erweiterbarkeit und Pflege der Software angeht.  Deshalb ist anzuraten, dass alle Klassen, die Value-Typen (siehe unten) repräsentieren, clone() unterstützen sollten, auch wenn sie alternative Kopiertechniken, z.B. per Copy-Konstruktor, anbieten.  Diese Erkenntnis hat sich in der Java-Community erst langsam durchgesetzt, wie man an der Geschichte des JDK sehen kann.  In frühen Versionen des JDK (1.0 und 1.1) waren viele Klasse nicht cloneable, die man später cloneable gemacht hat; ein Beispiel ist die Klasse java.util.Date.  Offenbar hat es sich als reales Problem herausgestellt, wenn jede Klasse ihre eigene Technik für das Erzeugen von Kopien entwickelt.

Die Unterscheidung zwischen Value- und Entity-Typen hatten wir bereits in einem der vorangegangenen Artikel erläutert (siehe / KRE /), als wir überlegt haben, welche Klassen equals() implementieren müssen (Value-Typen) und für welche Typen das nicht nötig ist (Entity-Typen).  equals(), hashCode(), compareTo() und auch clone() sind Methoden, die nur für Value-Typen von Bedeutung sind, weil sich die Semantik dieser Methoden um den Inhalt des Objekts dreht.  Bei Entity-Typen ist der Inhalt des Objekt nicht von so herausragender Bedeutung, so dass Entity-Typen meistens keine dieser Methoden implementieren (oder nur eine sehr simple auf der Adresse des Objekts basierende Implementierung haben).

Wenn man sich den clone()-Contract ansieht, kann man auch sehen, warum Entity-Typen keine clone()-Methode haben.  Der clone()-Contract verlangt, dass x.clone() != x ist und dass x.clone().equals(x) ist, d.h. Klon und Original müssen verschiedene Objekte mit gleichem Inhalt sein.  Nun ist es aber für Entity-Typen so, dass der ==-Operator und die equals()-Methode dieselbe Semantik haben: beide prüfen auf Identität der zu vergleichenden Objekte.  Das liegt daran, dass für Entity-Typen die equals()-Methode nicht implementiert wird; dann gibt es nur die von Object geerbte equals()-Methode und die vergleicht die Adressen der Objekte, genau wie das der ==-Operator macht.  Unter diesen Umständen kann ein Entity-Typ keine clone()-Methode haben, die dem clone()-Contract genügt: wenn Klon und Original verschiedene Objekte sind (d..h. x.clone() != x), dann liefert x.clone().equals(x) das Ergebnis false und der equals()-Contract wäre verletzt.

# Das Klonen von unveränderlichen Objekten

Grundsätzlich sollte man clone() implementieren für alle Klassen mit Value-Semantik, es sei denn,  es gibt gute Gründe, es nicht zu tun.  Ein guter Grund liegt vor, wenn die Klasse unveränderliche (immutable) Objekte beschreibt, also keine modifizierenden Methoden anbietet.  Objekte eines solchen Typs können niemals verändert werden. Man kann argumentieren, dass unveränderliche Objekte niemals kopiert werden müssen, weil man problemlos Referenzen darauf halten kann und das resultierende Object-Sharing bei unveränderlichen Objekten einfach kein Problem ist.

Dieser Logik folgend müssten dann alle veränderlichen Value-Typen cloneable sein und alle unveränderlichen non-cloneable. Leider ist das in der Praxis nicht so. Man kann sich keineswegs darauf verlassen, dass eine non-cloneable Klasse genau deshalb kein clone() hat, weil man keine Kopien braucht und die Objekte problemlos gemeinsam referenzieren kann.  Die Klasse java.lang.String beispielsweise folgt dieser Regel; sie ist unveränderlich und non-cloneable. Aber bei der Klasse java.lang.StringBuffer stimmt es schon nicht mehr; sie ist non-cloneable, aber trotzdem veränderlich und keineswegs problemlos beim Object-Sharing. Aus der Tatsache, dass eine Klasse nicht cloneable ist, kann man daher nicht ableiten, dass keine Kopien von Instanzen dieser Klasse gebraucht werden.  Der umgekehrte Schluss ist auch nicht möglich: aus der Tatsache, dass eine Klasse cloneable ist, kann man nicht ableiten, dass Kopien gebraucht werden.

Für eigene Klassen ist es empfehlenswert, sich eine klare Strategie zu überlegen, nämlich die 1:1-Beziehung zwischen "Für Instanzen dieser Klasse ist das Object-Sharing problematisch." und "Die Klasse ist cloneable."  Dann kommt man automatisch dazu, dass alle veränderlichen Value-Typen cloneable sind und alle unveränderlichen Value-Typen  non-cloneable sind und alle Entity-Typen ebenfalls non-cloneable sind.

# Zusammenfassung und Ausblick

In diesem Artikel haben wir uns angesehen, warum das Kopieren in Java überhaupt eine Rolle spielt. Wir haben verschiedene Techniken dafür gesehen (im wesentlichen Klonen und Copy-Konstruktion) und festgestellt, dass es empfehlenswert ist, zumindest für veränderliche Value-Typen die clone()-Methode zu implementieren.  Wir haben die Anforderung an clone() (den sogenannten clone()-Contract) gesehen und uns überlegt, wie tief eine Kopie sinnvollerweise sein sollte. Und schließlich haben wir uns mit einigen Eigenarten des leeren Cloneable-Interface befasst.

Worauf man achten muss, wenn man clone()implementiert, werden wir in der nächsten Ausgabe der Kolumne untersuchen (siehe / CLON /). Dabei wird u.a. die besondere Rolle von Object.clone() deutlich werden, die wir bislang kaum erwähnt haben. Wir werden sehen, wo die Copy-Konstruktion als Alternative zum Klonen ihre Grenzen hat. Im übernächsten Artikel werden wir dann noch die CloneNotSupportedException diskutieren.
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Im letzten Artikel / KRE1 / dieser Serie haben wir uns angesehen, warum das Kopieren in Java überhaupt eine Rolle spielt. Wir haben verschiedene Kopier-Techniken gesehen (im wesentlichen Klonen und Copy-Konstruktion) und festgestellt, dass es empfehlenswert ist, zumindest für veränderliche Value-Typen die clone()-Methode immer zu implementieren.  Wir haben die Anforderung an clone() (den sogenannten clone()-Contract) gesehen und uns überlegt, wie tief eine Kopie sinnvollerweise sein sollte.

Worauf man achten muss, wenn man clone()implementiert, werden wir in der dieser Ausgabe der Kolumne untersuchen.   
Insbesondere in Klassenhierarchien ergeben sich weitere Anforderungen und Komplikationen, die wir uns im Detail ansehen werden. Dabei werden wir die besondere Rolle untersuchen, die Object.clone() bei der Implementierung von clone() spielt. Wir werden außerdem sehen, wo die Copy-Konstruktion als Alternative zum Klonen ihre Grenzen hat. Und schließlich werden wir noch zeigen, dass final-Felder beim Klonen besondere Probleme bereiten.

# Prinzipien der Implementierung von clone()

Versuchen wir uns an einer Implementierung von clone(). Beginnen wir mit der Signatur.

## Die Signatur von clone() und die CloneNotSupportedException

Ein Klasse, die die clone()-Methode implementieren will, muss normalerweise das Cloneable-Interface implementieren. Das Cloneable-Interface ist ein leeres Marker-Interface, das dazu verwendet wird, um klonbare von nicht-klonbaren Objekten zu unterscheiden.  Da das Cloneable-Interface leer ist, gibt es keine zwingende Vorschrift, was die Signatur der clone()-Methode einer Klasse angeht.  Aus diesem Grunde verwenden viele Programmierer die Signatur von Object.clone(), nämlich

Object clone() throws CloneNotSupportedException;

Den Return- und den Argumenttyp betreffend gibt es keine Diskussionen. Man will die protected Version der Superklasse Object mit einer public Version überschreiben, also müssen Returntyp und Argumentenliste exakt dieselben sein wie in Object.clone().  Aber über die Exception-Liste kann man geteilter Meinung sein.

Es ist ein offensichtlicher Widerspruch, in einer Klasse eine public-Methode clone() zu implementieren, gerade mit dem Ziel, das Klonen zu unterstützen, und dann gleichzeitig zu sagen: diese Klasse unterstützt das Klonen eigentlich gar nicht und wird unter Umständen eine CloneNotSupportedException werfen. Das ist unlogisch und aus diesem Grunde deklariert man die clone()-Methode typischerweise als Methode, die keine checked Exceptions wirft (und damit insbesondere keine CloneNotSupportedException)[[1]](#footnote-1).

In der Praxis findet man trotz des offensichtlichen Widerspruchs Implementierungen von clone(), die zwar deklarieren, dass sie eine CloneNotSupportedException werfen könnten, aber dann niemals eine solche werfen.  Wegen dieser verwirrenden Situation werden wir den nächsten Beitrag in dieser Kolumne ausschließlich der CloneNotSupportedException widmen. In diesem Artikel wollen wir clone() implementieren und wir werden es aus oben geschilderten Gründen ohne throws-Klausel deklarieren und auch so implementieren.

## Die Funktionalität von clone()

Die Anforderungen an die Funktionalität von clone() haben wir uns im letzten Artikel bereits angesehen.  Im wesentlichen bestehen sie darin, dass clone() ein neues Objekt anlegen muss, das inhaltlich gleich dem Original, aber vom Original unabhängig  ist.

Dabei bedeutet "unabhängig", dass die Kopie so tief sein muss, dass jedwede Manipulation des Klons das Original nicht betrifft und umgekehrt.  Das läuft darauf hinaus, dass alle Referenzen verfolgt und die referenzierten Objekte kopiert werden müssen, es sei denn, sie sind unveränderlich.  Im Falle von unveränderlichen Feldern reicht es, nur die Referenzen, nicht aber die referenzierten Objekte zu kopieren.

Die geforderte "inhaltliche Gleichheit" bedeutet "Gleichheit im Sinne von equals()", d.h. der Vergleich von Klon und Original mit Hilfe von equals()muss true liefern.

Um die geforderte Funktionalität zu liefern, müssen folgende Aufgaben von der Implementierung einer clone()-Methode erledigt werden:

* Die Methode muss Speicher beschaffen für den Klon.
* Sie muss alle relevanten Felder in ausreichender Tiefe kopieren.

### Speicherbeschaffung

Für die Speicherbeschaffung ist Object.clone() zuständig. Deshalb muss jede Implementierung von clone() als erstes super.clone() aufrufen, damit rekursiv am Ende Object.clone() angestoßen wird.  Object.clone() beschafft den Speicher fürs gesamte Objekt (abhängig vom Laufzeittyp) und füllt diesen Speicher mit einer bitweise Kopie des Originals.  Die Details der Speicherbeschaffung und -initialisierung sehen wir uns später noch an.

Wir haben im letzten Artikel schon festgestellt, dass diese bitweise Kopie nur in wenigsten Fällen eine ausreichend tiefe Kopie ist. Immer wenn die Klasse Felder hat, die Referenzen auf modifizierbare Objekte sind, dann müssen sich die clone()-Methoden der Subklassen anschließend noch um das Herstellen der hinreichend tiefen Kopie kümmern.

### Kopieren der relevanten Felder

Jede clone()-Methode muss also super.clone() aufrufen und sich danach um die Felder der eigenen Klasse kümmern. Für die Felder von primitiven Typ ist nichts zu tun, weil Object.clone() diese Felder bereits mit einer Kopie der Felder des Originals gefüllt hat, was für primitive Felder ausreichend ist.  Bei den Feldern, die Referenzen sind, können diejenigen ignoriert werden, die auf unveränderliche Objekte zeigen. Sie sind bereits durch Object.clone() in ausreichender Tiefe kopiert worden, indem die Adresse kopiert wurde.  Dadurch kommt es zwar zu einem Object-Sharing zwischen Klon und Original, weil beide auf dasselbe unveränderliche Objekt verweisen. Aber das ist unproblematisch, weil das gemeinsam referenzierte Objekt sich niemals ändern kann. Es bleiben also nur noch die Felder übrig, die auf veränderliche Objekte verweisen.  Diese Felder müssen nach dem Aufruf von super.clone() in ausreichender Tiefe kopiert werden.

### Die besonderen Eigenschaften von Object.clone()

Schauen wir uns die Speicherbeschaffung durch Object.clone() noch einmal an.  Kann man den Speicher nicht auch einfach per new beschaffen statt Object.clone() zu rufen? Das funktioniert in der Tat bei Klassen, die als final deklariert sind, macht aber bei einer non-final Klasse keinen Sinn.  Sehen wir uns das fehlerhafte Beispiel einer non-final Klasse an:

class MyClass {   
   private int aField;   
   ...   
   public Object clone() {   
     MyClass tmp = new MyClass();   
     tmp.aField = aField;   
     ... copy all remaining fields to tmp ...   
     return tmp;   
   }   
}

Soweit ist das noch in Ordnung, aber sobald eine Subklasse abgeleitet wird, gibt es Probleme:

class MySubClass extends MyClass {   
   private Object anotherField;   
   ...   
   public Object clone() {   
     MySubClass tmp = ... allocate memory ...   
     ... copy all fields to tmp ...   
     return tmp;   
   }   
}

Diese Subklasse muss Speicher für den Klon beschaffen und dann noch alle Felder kopiere, um den Klon zur Kopie des Originals zu machen. Dazu müssen nicht nur die eigenen Felder kopiert werden, sondern auch die von der Superklasse geerbten Felder.  Auf die geerbten Felder, die in der Superklasse als private deklariert sind, hat die Subklasse keinen Zugriff, deshalb muss sie an die entsprechende Methode der Superklasse delegieren. Man würde also super.clone() rufen wollen, insbesondere da super.clone() sowieso Speicher beschafft. Hier ist der Versuch eines Aufrufs von super.clone():

class MySubClass extends MyClass {   
   private Object anotherField;   
   ...   
   public Object clone() {   
     MySubClass tmp = (MySubClass) super.clone();   
     ... copy all fields to tmp ...   
     return tmp;   
   }   
}

Diese Implementierung wird natürlich eine ClassCastException auslösen, weil super.clone() zwar eine Object-Referenz zurück gibt, die aber auf ein Objekt vom Supertyp MyClass verweist. Die Methode MyClass.clone() beschafft zwar Speicher, aber nicht genug; sie erzeugt ein kleineres Objekt, nämlich ein Superklassen-Objekt.  Was wir aber brauchen, ist die Beschaffung von Speicher für das größere Subklassen-Objekt.  Das kann die Superklassen-Methode MyClass.clone() aber nicht leisten, weil die Superklasse keine Kenntnis vom der abgeleiteten Subklasse hat.

Die Methode Object.clone() hingegen hat die besondere Eigenschaft, dass sie Speicher in der richtigen Menge abhängig vom Laufzeittyp des Objekts beschafft und das ganze Objekt bereits als bitweise Kopie des Originals füllt.  Das Ergebnis von Object.clone() ist ein Objekt vom richtigen Typ in der richtigen Größe mit teilweise nützlichem Inhalt.  Weil Object.clone() diese besondere Funktionalität hat, sollte man dafür sorgen, dass diese Methode auch aufgerufen wird, damit sie ihre Aufgaben übernehmen kann.  Man kann sich sicher auch alternative Implementierungen von clone() überlegen, die ohne Object.clone() auskommen und Speicher mit new beschaffen, vielleicht unter Verwendung von Reflection, und irgendwelche Füll-Methoden aus den Superklassen aufrufen.  Verglichen mit dem eleganten Mechanismus über Object.clone() dürfte das allerdings eher ineffizient und umständlich zu warten sein.

Die Regel ist daher: jede potentielle Superklasse, d.h. jede non-final Klasse, muss in ihrer Implementierung von clone() dafür sorgen, dass Speicher für das gesamte Objekt, das von this referenziert wird, beschafft wird, also nicht nur für ein Teil-Objekt vom eigenen Typ.  Und das ist in effizienter Weise nur mit Hilfe von Object.clone() möglich. Deshalb sollte jede Implementierung von clone() als erstes super.clone() aufrufen.

Die non-final Klasse aus unserem obigen Beispiel darf also nicht so aussehen:

class MyClass {   
   private int aField;   
   ...   
   public Object clone() {   
     MyClass tmp = new MyClass();   
     tmp.aField = aField;   
     ... copy all remaining fields to tmp ...   
     return tmp;   
   }   
}

Sondern sie sollte so aussehen:

class MyClass {   
   private int aField;   
   ...   
   public Object clone() {   
     try {  MyClass tmp = (MyClass) super.clone(); } catch (CloneNotSupportedException e) {}   
     tmp.aField = aField;   
     ... copy all remaining fields to tmp ...   
     return tmp;   
   }   
}

Mit dieser Implementierung von clone() lässt sich dann auch die Subklasse übersetzen, weil super.clone() in diesem Falle tatsächlich ein Objekt vom Subklassen-Typ liefert:

class MySubClass extends MyClass {   
   private Object anotherField;   
   ...   
   public Object clone() {   
     MySubClass tmp = (MySubClass) super.clone();   
     ... copy all fields to tmp ...   
     return tmp;   
   }   
}

Wie man an diesem Beispiel wieder einmal sieht, fällt potentiellen Superklassen, d.h. non-final Klassen, die Verantwortung für die gesamte Subhierarchie zu.  Wenn in einer non-final Klasse clone() falsch implementiert ist, dann haben die Subklassen praktisch keine Chance mehr, eine korrekte Implementierung von clone() zu liefern.  In unserem Beispiel hatte die Superklasse den Speicher für den Klon falsch beschafft, nämlich über new und nicht über Object.clone(). Das ist ein Fehler und führt zu Problemen in den Subklassen-Implementierungen von clone(). Aber es könnte ja auch noch schlimmer sein: was passiert, wenn eine potentielle Superklasse nicht cloneable ist und die Methode clone() überhaupt nicht implementiert?

## Non-Cloneable Superklassen

Wenn eine non-final Klasse clone() nicht implementiert, dann ist das u.U. eine gravierende Einschränkung für die Subklassen.  Betrachten wir ein Beispiel aus dem JDK: dort gibt es die Klasse java.util.Observable.  Bei einem Observable-Objekt können sich Observer-Objekte registrieren lassen, damit sie später unter bestimmten Umständen notifiziert werden. Ein Observable-Objekt enthält zum Zwecke der Notifizierung ein Array von Observer-Objekten.

Die Klasse Observable ist explizit als Superklasse entworfen, aber sie ist nicht cloneable und sie hat auch keine Implementierung der clone()-Methode. Observable ist also eine non-cloneable Superklasse. Stellen wir uns nun vor, wir wollen von Observable ableiten und die Subklasse soll cloneable sein.
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*Abbildung 1: Vererbungsbeziehungen für eine cloneable and observable Klasse*

Eine Implementierung einer solchen Subklasse könnte wie folgt aussehen:

class Subclass extends java.util.Observable implements Cloneable {   
  private Object aField;

  public Object clone() {   
    try {   
      Subclass tmp = (Subclass) super.clone();   
      tmp.aField = aField.clone();   
    } catch (CloneNotSupportedException) { ... }   
  }   
}

Es wird korrekterweise super.clone() gerufen, um den Speicher zu beschaffen und die Superklassen-Anteile in angemessener Tiefe zu kopieren.  Da die Superklasse Observable aber keine Implementierung von clone() hat, ist super.clone() direkt Object.clone().  Es wird nun zwar Speicher für ein Subclass-Objekt beschafft und dieser Speicher wird mit einer bit-weisen Kopie des Original-Subclass-Objekts gefüllt, aber das reicht nicht aus. Die Superklasse Observable enthält ein privates Array von Observer-Objekten und dieses Array wird natürlich nicht kopiert.  Die bit-weise Kopie kopiert lediglich die Adresse des Arrays, so das Original und Klon auf dasselbe Array verweisen.  Das ist keine genügend tiefe Kopie und die Subklasse hat auch keine Chance, eine genügend tiefe Kopie zu erzeugen, weil sie keinen Zugriff auf das private Observer-Array der Superklasse Observable hat.

Das Beispiel zeigt, dass eine Superklasse, die keine clone()-Methode anbietet, ihre Subklassen gravierend einschränkt: die Subklassen können dann u.U. ebenfalls keine clone()-Methode implementieren.

Unter gewissen Umständen muss es nicht zu Problemen führen, wenn eine Superklasse keine clone()-Methode hat.  Wenn etwa alle Felder der Superklasse von primitivem Typ sind, dann ist die von Object.clone() erzeugte bit-weise Kopie bereits genügend tief.  Das gleiche gilt, wenn die Superklasse nur Felder hat, die auf unveränderliche Objekte verweisen. Aber in allen anderen Fällen wirkt sich das Fehlen einer clone()-Methode auf die Subklasse aus: sie kann dann auch nicht cloneable sein.

**Fazit:** Alle non-final Klassen, die Value-Type[[2]](#footnote-2) repräsentieren und nicht-statische Felder haben, welche Referenzen auf veränderliche Objekte oder Arrays von veränderlichen Objekte sind, sollten eine Implementierung von clone() haben, welche super.clone() ruft und alle ihre Felder in genügender Tiefe kopiert.  Diese Implementierung von clone() muss nicht einmal als public Methode angeboten werden und die non-final Klasse muss auch nicht cloneable sein.  Es genügt, wenn eine korrekte Implementierung von clone() als protected Methode zur Verfügung steht, damit Subklassen ihrerseits cloneable werden können und ihre clone()-Methode mit Hilfe der protected clone()-Methode der Superklasse implementieren können.

# Verwendung von non-final Methoden in clone()

Noch ein Hinweis zur Implementierung von clone() in non-final Klassen: die clone()-Methode sollte keine non-final Methoden rufen. Solche Methoden könnten in Subklassen redefiniert werden und auf subklassen-spezifische Felder zugreifen, die zum Zeitpunkt des Aufrufs noch gar keine sinnvollen Wert haben.

Betrachten wir ein Beispiel: eine non-final Klasse, die in ihrer Implementierung von clone() eine non-final Methode sanityCheck() ruft.  Die Methode sanityCheck() prüft die logische Konsistenz des Objekts und wirft im Fehlerfall die unchecked Exception IllegalStateException, die einfach von clone() einfach durchgelassen wird; aber das ist hier ohne Bedeutung.

class SuperClass implements Cloneable {   
  ... private fields ...

  protected void sanityCheck() throws IllegalStateException { ... }

  public Object clone() {   
    try { SuperClass tmp = (SuperClass) super.clone(); } catch (CloneNotSupportedException e) {}   
    tmp.sanityCheck();   
    ... create deep-enough copies of fields ...   
    return tmp;   
  }   
}

Ein Subklasse dieser Klasse wird unter Umständen die non-final Methode sanityCheck() überschreiben und kann dabei auf eigene Felder zugreifen:

class SubClass extend SuperClass {   
  private Object aReference;

  ... constructors and stuff ...

  protected void sanityCheck() throws IllegalStateException {   
    ... access fields of aReference...   
  }   
  public Object clone() {   
    SubClass tmp = (SubClass) super.clone();   
    tmp.sanityCheck();   
    tmp.aReference = aReference.clone();   
  }   
}

Wenn nun SubClass.clone() gerufen wird, dann wird zuerst super.clone(), d.h. SuperClass.clone(), gerufen, welches tmp.sanityCheck() anstößt.  Das Objekt tmp wurde von Object.clone() erzeugt und ist korrekterweise ein SubClass-Objekt.  Es wird daher die Methode SubClass.sanityCheck() gerufen.  Diese Methode greift auf Felder zu, die per aReference zu erreichen sind.  Allerdings hat aReference noch nicht seinen endgültigen Wert zugewiesen bekommen; das geschieht erst im nachfolgenden Statement.  Es ist zu vermuten, dass die Methode sanityCheck()  daher ein fehlerhaftes Ergebnis liefern wird.

Ganz allgemein kann es vorkommen, dass non-final Methoden, die in clone() gerufen werden, den Klon in halbfertigem Zustand antreffen, weil subklassen-spezifische Felder noch nicht  ihren endgültigen Wert haben.  Das ist ein Problem, welches auch bei Konstruktoren auftritt (und das wir hier nicht weiter vertiefen wollen).  Bei Konstruktoren gibt es die Empfehlung, den Aufruf von non-final Methoden zu vermeiden, und das gleiche gilt auch hier.

**Fazit** : In der Implementierung von clone() vermeide man den Aufruf von non-final Methoden auf dem halbfertigen Klon.

# Copy-Konstruktion vs. clone()

Im letzten Artikel dieser Kolumne hatten wir neben clone() andere Methoden zur Erzeugung von Kopien von Objekten in Java erwähnt und gesagt, dass die clone())-Methode die empfohlene Technik sei. Sehen wir uns das noch einmal genauer an.

Eine der populärsten dieser alternativen Kopier-Mechanismen ist die Copy-Konstruktion. Klassen mit Copy-Konstruktor haben eine Konstruktor, der ein Objekt vom eigenen Typ als Argument akzeptiert und ein neues Objekt mit gleichem Inhalt erzeugt. Das sieht auf den ersten Blick genauso aus wie die Funktionalität von clone().  Welchen Nachteil hat das gegenüber clone()? Hier ist eine solche Klasse Person, die nicht cloneable ist, aber einen Copy.-Konstruktor hat:

class Person {   
  private String name;   
  private Date birthday;   
  public Person(Person other)   
  { name = other.name;   
    birthday = (Date)other.birthday.clone();   
  }   
}

Zunächst einmal ist das völlig in Ordnung.  Die Problem tauchen auf, wenn Subklassen von Person ins Spiel kommen.  Betrachten wir eine Subklasse Employee:

class Employee extends Person {   
  private float salary;   
  public Employee(Person p, float s)   
  { super(p); salary = s; }   
  public Employee(Employee other)   
  { super(other); salary = other.salary; }   
  ...   
}

Nehmen wir außerdem an, es gibt eine Methode copy(), welche Person-Objekte kopiert:

Person copy(Person p)   
{ return new Person(p); }

Kein Problem, solange nur Person-Objekte kopiert werden.  Die copy()-Methode kann aber auch mit einem Employee als Argument aufgerufen werden.  Dann würde man erwarten, dass als Ergebnis eine Person-Referenz auf ein Employee-Objekt zurück kommt.  Das ist aber nicht der Fall: es wird nur eine Kopie des Person-Anteils des Employee-Objekts geliefert.  Diesen Vorgang der Verstümmelung bezeichnet man als "object slicing" und i.a. allgemeinen ist das kein erwünschter Effekt.  Man erwartet statt dessen, dass copy() ein Objekt von dem Typ zurück liefert, der auch hineingesteckt wurde.

Das Problem des Object-Slicing ließe sich vermeiden, wenn die copy()-Methode abhängig vom Typ des Arguments unterschiedliche Konstruktoren aufrufen würde. Das könnte dann so aussehen:

Person copy(Person p)   
{   
  if (p.getClass() == Person.class)   
     return new Person(p);   
  if (p.getClass() == Employee.class)   
     return new Employee(p) ;   
  ...   
}

Allerdings ist das der klassische Wartungsalbtraum: jedes Mal, wenn eine neuen Subklasse entsteht, muss die copy()-Methode um einen weiteren if-Zweig erweitert werden.  So sollte man es auf gar keinen Fall machen.  Für typ-abhängige Methodenaufrufe gibt es in der Objekt-Orientierung den Mechanismus des Polymorphismus. Das Problem ließe sich elegant lösen, indem statt der Kopie per Copy-Konstruktion einen Klon per clone()-Methode erzeugen würde.  Eine bessere Implementierung würde also so aussehen:

Person copy(Person p)   
{ return p.clone(); }

Die clone()-Methode ist eine polymorphe Methode, die zur Laufzeit abhängig vom Typ des Objekts, auf dem sie gerufen wird, ausgewählt wird. Wenn also ein Employee als Argument übergeben wird, dann wird automatisch Employee.clone() gerufen, und es wird ein Employee -Objekt und nicht nur ein Person-Objekt erzeugt. Was man für die Implementierung von Methoden wie copy() braucht, ist eine polymorphe Kopier-Methode, und genau das kann ein Konstruktor nicht leisten.  Konstruktoren sind grundsätzlich nicht-polymorphe Methoden. Das polymorphe Kopieren ist nur über clone() zu erreichen.  Aus diesem Grunde ist clone() die bevorzugte Technik für das Kopieren von Objekten[[3]](#footnote-3).

Außerdem hat die gezeigte Person-Klasse mit ihrem Copy-Konstruktor die oben schon am Beispiel von Observable diskutierten Schwächen einer non-final Klasse, die nicht cloneable ist und damit ihre Subklassen einschränkt: was auch immer man versucht, es gelingt nicht, die non-final Klasse Employee mit einer korrekten clone()-Methode auszustatten.

# clone() und final Felder

Es gibt noch ein Problem bei der Implementierung von clone(): Klassen, die Felder haben, die als final deklariert sind, machen Schwierigkeiten.  Betrachten wir das Beispiel einer Klasse, die ein Feld vom Typ java.util.Date hat, welches ein Zeitstempel enthält.  Der Stempel markiert den Zeitpunkt der letzten Veränderung des Objekts und wird in jeder modifizierenden Methode neu gesetzt.  Aus Optimierungsgründen soll beim Update des Zeitstempels kein neues Date-Objekt erzeugt werden, sondern es soll das vorhandene Date-Objekt geändert werden, um den neuen Zeitstempel abzulegen.  Diese Nutzungsweise des Date-Feldes kann in Java sicher gestellt werden, indem das Feld als final deklariert wird.

Felder oder Variablen, die als final deklariert sind, können nicht verändert werden.  Das bedeutet bei Variablen von primitivem Typ, dass sich der Wert der Variablen niemals ändert.  Bei Referenzvariablen bedeutet es, dass sich die Referenz niemals ändern kann, d.h. die final Referenzvariable wird immer auf dasselbe Objekt verweisen.  Es bedeutet aber nicht, dass das referenzierte Objekt nicht geändert werden kann.

In unserem Beispiel haben wir ein Feld, dass auf ein Date-Objekt verweist.  Das Date-Objekt, d.h. der Zeitstempel, kann geändert werden, aber die Referenz selbst soll aus den oben geschilderten Optimierungsgründen bestehen bleiben.  In einer solchen Situation ist sinnvoll und korrekt, das Referenzfeld als final zu deklarieren, um die gemachte Designentscheidung in der Implementierung zu erzwingen.

Was passiert nun, wenn unsere Klasse mit ihrem Zeitstempel geklont werden soll?  Hier ist der Versuch einer Implementierung von clone() für diese Klasse:

public class MyClass implements Cloneable {   
   final private Date cTime = new Date();   
   private Integer cInt;

   public Object clone() {   
     try { MyClass tmp = (MyClass)super.clone(); }   
     catch (CloneNotSupportedException e) {}   
     tmp.cTime = new Date();   // error: cannot assign to final field   
     tmp.cInt = new Integer(cInt.intValue());   
     return tmp;   
   }   
}

Der Klon soll natürlich seinen eigenen Zeitstempel haben, der zum Zeitpunkt der Erzeugung des Klons mit dem augenblicklichen Zeitpunkt initialisiert wird.  Das wird per Zuweisung versucht, aber leider weist der Compiler die Zuweisung als Fehler zurück, weil final Felder nicht verändert werden können.  Dieses Problem tritt immer auf, wenn Objekte geklont werden sollen, die final Felder haben. Das Problem liegt darin, dass super.clone() bereits ein fertiges Objekt liefert, in dem die final Felder bereits als bit-weise Kopie der entsprechenden Felder des Originals initialisiert sind. final Felder können daher nur den Inhalt haben, den super.clone() ihnen gibt; spätere Änderungen, wie hier die Zuweisung einer Kopie des Date-Objekts, sind nicht möglich.

Für das Problem gibt es nur eine Reihe von denkbaren Lösungen, die aber alle unbefriedigend sind:

1. Man verzichtet auf die Deklaration von final Felder in Klassen, die cloneable sein sollen. Damit verzichtet man darauf, seine Designentscheidungen klar und deutlich mit Mitteln der Sprache auszudrücken und man macht außerdem etwaige Optimierungen, die der Compiler für final Felder machen könnte, unmöglich.
2. Man umgeht die final Deklaration mithilfe von Reflection (siehe java.lang.reflect.Field.setAccessible() ).  Das funktioniert aber nur so lange, wie kein Security Manager aktiviert ist, den diesen Hack verhindert.[1](http://www.angelikalanger.com/Articles/EffectiveJava/06.Clone-Part2/06.Clone-Part2.html#Leserzuschrift)
3. Man greift auf Konstruktoren zurück, um clone() zu implementieren.  Damit handelt man sich aber die oben diskutierten Object-Slicing-Probleme ein.  Eine solche Lösung führt immer dazu, dass die Klasse oder zumindest die clone()-Methode final sein muss.

Eine Lösung per Konstruktor könnte so aussehen:

public class MyClass implements Cloneable {   
   final private Date cTime;   
   private Integer cInt;

   private MyClass(MyClass m)   
   { cTime = new Date(); }

   final public Object clone() {   
     MyClass tmp = new MyClass(this);   
     tmp.cInt = new Integer(cInt.intValue());   
     return tmp;   
   }   
}

In dieser Lösung verwenden wir ein sogenanntes "blank final" Feld, ein Sprachmittel, dass in den ersten Versionen der Sprache noch gar nicht existierte und erst später (in Version 1.1) eingeführt wurde. Normale final Felder müssen bereits bei der Definition mit ihrem unveränderlichen Wert versorgt werden.  Für solche Felder verlangt der Compiler, dass bereits in der Definition auch der Wert spezifiziert wird, so wie wir das in unserer ersten versuchten Implementierung gemacht hatten. Für blank final Felder ist das etwas anders:  sie müssen nicht schon in der Definition mit ihrem Wert versorgt werden, sondern das kann im Konstruktor geschehen.  Das hat den Vorteil, dass in verschiedenen Konstruktoren verschiedene Werte zugewiesen werden können.  Das war mit den normalen final Feldern nicht möglich; deshalb wurden die blank final Felder erfunden.

Konstruktor gesetzt wird.  In diesem Konstruktor haben wir die Chance das Feld so zu setzen, wie es benötigt wird, nämlich so, dass es auf ein neues Date-Objekt verweist. Diesen privaten Konstruktor verwenden wir in der Implementierung von clone(), damit der Klon seinen eigenen Zeitstempel bekommt.  Der unangenehme Nebeneffekt ist, dass nun der Speicher für den Klon per new  und nicht mit Hilfe von super.clone() beschafft wird, was in Subklassen zu den schon beschriebenen Problemen führt. Deshalb haben wir die clone()-Methode als final deklariert.

Das geschilderte Problem tritt im allgemeinen nur bei final Feldern auf, die Referenzen auf veränderliche Objekte sind.  Bei final Feldern von primitiven Typ und bei final Feldern, die Referenzen auf unveränderliche Objekte sind, ist die von Object.clone() erzeugte bit-weise häufig Kopie bereits ausreichend und eine spätere Zuweisung eines anderen Werts in der clone()-Methode ist nicht nötig.  Damit tritt auch das diskutierte Problem nicht auf.

Wenn das Problem aber auftritt, dann muss man sich zwischen den beiden skizzierten Lösungen entscheiden. Beide Lösungen sind unbefriedigend und man würde sich etwas mehr Unterstützung von der Sprache wünschen. Der Compiler könnte clone()  als "besondere Methode" behandeln und das Setzen von blank final Feldern in clone() erlauben, so wie es auch in den Konstruktoren erlaubt ist.  Aber da das geschilderte Problem in der Praxis nicht extrem häufig auftritt, ist wohl nicht damit zu rechnen, dass sich an der Sprache in dieser Hinsicht etwas ändern wird.

# Zusammenfassung

Es gibt drei Gründe, warum Klassen eine korrekte Implementierung von clone() haben sollten:

1. um das polymorphe Kopieren zu ermöglichen. Copy-Konstruktoren leisten dies nicht; die Klasse muss das Cloneable-Interface implementieren und eine public clone()-Methode haben.
2. um cloneable Subklassen zu ermöglichen. Dazu braucht die Klasse nicht selbst cloneable zu sein; es genügt eine protected clone()-Methode.
3. um das Kopieren von generischen Collections zu erleichtern. Das hatten wir im letzen Artikel (siehe / KRE1 /) erwähnt. Für jede non.cloneable Klasse muss eine Sonderlösung gefunden werden; für cloneable Klassen ist das Kopieren wesentlich einfacher.

Die einzigen Klassen, die eine clone()-Methode nur aus Grund [3], also nicht unbedingt, brauchen, sind unveränderlichen Klassen wie z.B. String und Klassen, die Entity-Typen repräsentieren, weil man Instanzen von diesen Klassen im Prinzip überhaupt nicht kopieren muss. Sowohl die clone()-Methode als auch ein Copy-Konstruktor ist für solche Klassen optional.

Für Klassen, die als final deklariert sind, gilt Ähnliches:  final Klassen müssen keine Rücksicht auf etwaige Subklassen oder Polymorphie-Anforderungen nehmen.  Falls Kopien gebraucht werden, reicht ein Copy-Konstruktor aus.  Die clone()-Methode würde nur aus Grund [3] gebraucht, was aber bereits Grund genug ist, um die Klasse cloneable zu machen.

Wir haben uns in diesem Artikel außerdem angesehen, worauf man bei der Implementierung von clone() achten muss:

* Man sollte clone() nicht so deklarieren, dass es eine CloneNotSupportedException wirft. (Dazu mehr im nächsten Artikel).
* Man sollte in non-final Klassen immer super.clone() aufrufen, um den Speicher für den Klon zu beschaffen.
* Man sollte in cloneable Klassen final Felder vermeiden, die Referenzen auf veränderliche Objekte sind.
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In dieser Ausgabe unserer Kolumne wollen wir uns ansehen, ob eine clone()-Methode eine CloneNotSupportedException werfen sollte. Wir haben uns in den vorangegangenen zwei Artikeln (siehe / KRE1 /) bereits ausführlich mit clone() beschäftigt und dabei vorgeschlagen, dass clone() grundsätzlich keine CloneNotSupportedException  werfen sollte.  Dieses Thema wird aber in der Java-Community durchaus kontrovers diskutiert und wir wollen uns aus diesem Grunde den JDK genauer ansehen, um zu sehen, woher diese kontroverse Diskussion eigentlich stammt.

# Die Idee von Cloneable, clone() und der CloneNotSupportedException

Ein Klasse, die die clone()-Methode implementieren will, muss normalerweise das Cloneable-Interface implementieren. Das Cloneable-Interface ist ein leeres Marker-Interface, das dazu verwendet wird, um klonbare von nicht-klonbaren Objekten zu unterscheiden.  Da das Cloneable-Interface leer ist, gibt es keine zwingende Vorschrift, was die Signatur der clone()-Methode einer Klasse angeht.  Aus diesem Grunde verwenden manche Programmierer für die clone()-Methoden ihrer eigenen Klassen die Signatur von Object.clone(), nämlich

Object clone() throws CloneNotSupportedException;

Nun ist es ein offensichtlicher Widerspruch, in einer Klasse eine public-Methode clone() zu implementieren, gerade mit dem Ziel, das Klonen zu unterstützen, und dann gleichzeitig zu sagen: diese Klasse unterstützt das Klonen eigentlich gar nicht und wird unter Umständen eine CloneNotSupportedException werfen. Das ist unlogisch und aus diesem Grunde haben wir empfohlen, die clone()-Methode immer als Methode zu deklarieren, die keine CloneNotSupportedException wirft.

Das ist auch im JDK gängige Praxis.  Fast alle Klassen des JDK, die das Cloneable-Interface implementieren, haben eine clone()-Methode, die keine CloneNotSupportedException wirft. Die Verwirrung rührt im wesentlichen von der JavaDoc-Beschreibung der Methode Object.clone() her.  Hier ein Auszug aus der Original-Beschreibung:

*Throws:*

*CloneNotSupportedException - if the object's class does not support the Cloneable interface. Subclasses that override the clone method can also throw this exception to indicate that an instance cannot be cloned.   
OutOfMemoryError - if there is not enough memory.*

Manche Java-Programmierer haben das so verstanden, dass alle clone()-Methoden die CloneNotSupportedException in ihrer throws-Klausel deklarieren sollten, damit Subklassen die Möglichkeit haben, diese Exception zu werfen.  Schließlich kann man ja als Autor einer Superklasse nicht wissen, ob Subklassen später überhaupt die clone()-Methode implementieren können oder wollen.

Diese Argumentation ist insoweit richtig, als die Deklaration von clone() ohne throws-Klausel in einer non-final Klasse tatsächlich bedeutet, dass eine Subklasse nicht die Freiheit hat, in ihrer Implementierung von clone() irgendwelche checked Exceptions zu werfen.  Diese Einschränkung ist aber eigentlich auch in Ordnung.  Bei einem sauberen objekt-orientierten Design repräsentiert die Ableitungsbeziehung zwischen Super- und Subklasse eine sogenannte "is-a"-Beziehung, d.h. ein Objekt der Subklasse ist vom Typ her kompatibel zu einem Superklassenobjekt und kann überall dort verwendet werden, wo ein Objekt der Superklasse verlangt wird. Dieses Prinzip ist als Liskov Substitution Principle (LSP) bekannt (siehe u.a. / LIS /).

Das bedeutet insbesondere, dass die Subklasse sämtliche Operationen unterstützen muss, die die Superklasse  unterstützt.  Nun kann das Werfen einer CloneNotSupportedException in der clone()-Methode kaum als "Unterstützen der clone()-Operation" bezeichnet werden; es ist vielmehr das Gegenteil. Unter solchen Umständen entstünde eine Klasse, die cloneable wäre (da sie das Cloneable-Interface von der Superklasse erbt) und eine clone()-Methode hätte, aber dann beim Aufruf eine CloneNotSupportedException werfen würde. Das ist gegen jede Intuition und etwa so unlogisch wie eine Klasse, die cloneable ist, aber keine clone()-Methode hat.

Nun kann es aber vorkommen, dass die Subklasse tatsächlich keinen Klon erzeugen kann. Das kann zum Beispiel passieren, wenn kein Speicher mehr vorhanden ist. Was macht man mit solchen oder anderen Fehlersituationen? Das wirft ganz allgemein die Frage auf: wie kann das Scheitern einer clone()-Methode zum Ausdruck gebracht werden, wenn die clone()-Methode so deklariert ist, dass sie keine Exception wirft? Nun, durch eine checked Exception geht es offensichtlich nicht. Das ist aber auch richtig so.  Exceptions (sowohl checked als auch unchecked Exceptions) drücken in Java logische Fehler aus, die vorhersehbar und vermeidbar sind, im Gegensatz zu den Errors, die schwere Ausnahmezustände beschreiben, die auf Fehler in der Laufzeitumgebung (Virtuelle Maschine, Garbage Collector, AWT) zurückgehen.

Wenn bereits von der Logik her klar ist, dass in bestimmten Situationen kein Klon erzeugt werden kann, dann sollte die Klasse schon von vornherein das Cloneable-Interface gar nicht implementieren und auch keine clone()-Methode haben. Schließlich ist das Cloneable-Interface für jeden Benutzer der Klasse genau das Kennzeichen, an dem man erkennen kann, dass die Klasse cloneable ist, und dann sollte die Klasse auch nur dann cloneable sein, wenn sich die clone()-Methode sinnvoll implementieren lässt.

Unvorhersehbare Fehler können natürlich trotzdem auftreten. Das sind dann aber schwere Ausnahmefehler, die durch einen Error ausgedrückt werden,  und keine "CloneNotSupported"-Situationen. Der Mangel an Speicherplatz ist ein Beispiel; in solchen Fällen wird ein OutOfMemoryError ausgelöst. Andere Fehlersituationen sind eigentlich kaum vorstellbar, wenn sich alle Klassen an die Regel halten, dass sie keine CloneNotSupportedException werfen, wenn sie cloneable sind.  Das wird klar, wenn man sich ansieht, was eine kanonische Implementierung von clone() tut: sie ruft die clone()-Methoden  für alle  Felder und die Superklasse auf.  Die einzige clone()-Methode, die eine CloneNotSupportedException werfen könnte, ist Object.clone(). Aber genau das kann nicht eintreten, weil die Klasse cloneable ist.

**Fazit** :  Die clone()-Methode von Klassen, die das Cloneable-Interface implementieren, sollte keine Exception werfen. Alle denkbaren Fehlersituationen sind so schwere Fehler, dass sie angemessen über einen Error ausgedrückt werden.

Sehen wir uns nach diesen Betrachtung jetzt einmal an, wie die Klassen aus dem JDK ihre clone()-Methoden implementieren.

# Implementierungen von clone() im JDK

Praktisch alle clone()-Methoden im JDK folgen der oben beschriebenen Regel.  Es gibt allerdings einen häufig auftretenden Fehler:  viele clone()-Methoden sind in der JavaDoc so beschrieben, dass sie eine CloneNotSupportedException werfen. Wenn man dann die Implementierung dieser Methoden anschaut, stellt man fest: es stimmt gar nicht.  Die Methoden haben korrekterweise keine throws-Klausel und werfen auch keine Exceptions.  Da passen Implementierung und Dokumentation ganz offensichtlich nicht zusammen.

Das Phänomen erklärt sich dadurch, dass für diese Methoden keine JavaDoc-Kommentare geschrieben wurden.  In solchen Fällen benutzt das JavaDoc-Tool automatisch die Beschreibung der Methode der Superklasse. Die Beschreibung aus der Superklasse ist in all diesen Fällen unpassend: es ist nämlich die Beschreibung von Object.clone(). Dieser offensichtliche Dokumentationsfehler sollte uns daran erinnern, dass man ihn für seine eigenen Klassen leicht vermeiden kann, indem man zu jeder Methode, die man implementiert, auch tatsächlich JavaDoc-Kommentare schreibt.

Von diesem Dokumentationsfehler mal abgesehen, sind aber praktisch alle clone()-Methoden so implementiert, dass sie keine Exception, und damit insbesondere keine CloneNotSupportedException, werfen. Die meisten dieser Implementierungen rufen super.clone()auf, und damit letztendlich Object.clone(), und müssen irgendwie mit der CloneNotSupportedException fertig werden, die für Object.clone() deklariert ist, aber gar nicht auftreten kann, weil die Klasse das Cloneable-Interface implementiert. Für den Umgang mit der CloneNotSupportedException, die gar nicht auftreten kann, findet man drei verschiedene Strategien im JDK: "völlig unterdrücken" oder   "abbilden auf einen InternalError" oder "null zurückgeben".  Sehen wir uns diese drei Strategien einmal anhand von Beispielen näher an.

## CloneNotSupportedException unterdrücken

Ein Beispiel für diese Implementierungstechnik findet man zum Beispiel in java.util.Date:

public Object clone() {   
        Date d = null;   
        try {   
            d = (Date)super.clone();   
            if (d.cal != null) d.cal = (Calendar)d.cal.clone();   
        } catch (CloneNotSupportedException e) {} // Won't happen   
        return d;   
    }

Die Klasse Date ist direkt von Object abgeleitet und implementiert das Cloneable-Interface, deshalb kann von super.clone() keine CloneNotSupportedException kommen.  Calendar.clone() ist so deklariert, dass es keine Exception wirft; hier kann also auch keine CloneNotSupportedException auftreten.  Deshalb wird die  CloneNotSupportedException abgefangen und unterdrückt.

## CloneNotSupportedException abbilden auf einen InternalError

Ein Beispiel für diese Implementierungstechnik findet man zum Beispiel in java.awt.geom.Point2D:

public Object clone() {   
 try {   
     return super.clone();   
 } catch (CloneNotSupportedException e) {   
     // this shouldn't happen, since we are Cloneable   
     throw new InternalError();   
 }   
}

Das ist im Prinzip die gleiche Situation wie oben bei Date. Hier hat der Autor aber entschieden, dass die CloneNotSupported Exception, nicht völlig unterdrückt werden soll, sondern dass dies ein interner Fehler ist. Ist dieser InternalError gerechtfertigt? Irgendwie schon.  Wenn von Object.clone() tatsächlich eine CloneNotSupportedException kommt, was eigentlich nicht sein kann, dann liegt in der Tat in der Laufzeitumgebung ein schweres Problem vor: vielleicht eine inkonsistente oder fehlerhafte virtuelle Maschine oder eine andere kaum vorstellbare Fehlersituation.

## CloneNotSupportedException abbilden auf die Rückgabe einer null-Referenz

Das ist eine eher exotische Variante, die wir in der Klasse java.text.Format gefunden haben:

public Object clone() {   
        try {   
            Format other = (Format) super.clone();   
            return other;   
        } catch (CloneNotSupportedException e) {   
            // will never happen   
            return null;   
        }   
    }

So geht es natürlich auch.  Hier wird der Returnwert der Methode verwendet, um die Fehlersituation zum Ausdruck zu bringen. Das ist ein schönes Beispiel, welches die Grauzone zwischen Returncodes und Exceptions demonstriert.  Unter Umständen kann man dieselbe logische Information entweder über einen besonderen Fehler-Returncode oder über eine Exception ausdrücken kann. Man hätte auch die Methode Object.clone() so spezifizieren können, dass sie ganz ohne Exception auskommt. Object.clone() hat zwei mögliche Ergebnisse: die Referenz auf den erzeugten Klon, falls dieser erzeugt werden konnte, oder die Information, dass das Objekt nicht cloneable ist. Das letztere Ergebnis hätte sich in einer null-Referenz als Rückgabewert ausdrücken lassen. Das hat man allerdings anders gemacht; es wird statt dessen die CloneNotSupportedException geworfen.  Und deshalb ist die oben gezeigte Variante einer clone()-Implementierung auch wernig empfehlenswert; eigentlich rechnet kein Benutzer mit einer null-Referenz als Ergebnis von clone().

Empfehlenswert sind die Varianten "Unterdrücken" und" InternalError".  Welche von beiden Techniken man vorzieht, ist Geschmacksache.  Man kann natürlich auch einen anderen Error oder gar eine unchecked Exception werfen.  Beides ist aber unüblich. Es hat sich eingebürgert, dass man einen InternalError wirft, wenn man die CloneNotSupportedException nicht unterdrücken will.

# Das leere Cloneable-Interface

Die ganze Verwirrung um die CloneNotSupportedException hätte sich von vornherein vermeiden lassen, wenn das Cloneable-Interface klare Vorgaben machen würde.  Die Tatsache, dass Cloneable ein leeres Interface ist, hat allerlei Nachteile.

Wir haben schon im vorletzten Artikel gesehen, dass das leere Cloneable-Interface zum Beispiel beim Kopieren von generischen Collections Schwierigkeiten bereitet; es bleibt einem nichts anderes übrig, als die  clone()-Methode per Reflection aufzurufen, weil der Cast auf Cloneable keinen Zugriff auf die clone()-Methode gibt.  Außerdem kann es Klassen geben, die das Cloneable-Interface implementieren, aber keine clone()-Methode haben, was völlig widersinnig ist, aber nicht verhindert werden kann. Und im Zusammenhang mit der CloneNotSupportedException wäre es auch wünschenswert, dass das Cloneable-Interface sinnvolle Vorgaben über eine throws-Klausel für die clone()-Methode machte.

Besteht die Aussicht, dass das Cloneable-Interface vielleicht in Zukunft korrigiert wird?  Wohl kaum.  Egal wie man die clone()-Methode eines Cloneable-Interfaces definiert, die Korrektur würde existierenden Code brechen. Da es nie Vorgaben für die Signatur von clone() gegeben hat, existieren clone()-Methoden mit und ohne throws-Klausel. (Es gibt sogar clone()-Methoden mit throws(CloneNotSupportedException)-Klausel im JDK.  Ein Beispiel ist die Klasse java.awt.datatransfer.DataFlavor.)

Ganz egal, wie man sich bei der Korrektur von Cloneable entscheidet, ein Teil des heute existierenden Java-Codes würde unübersetzbar werden.  Wenn man das Cloneable-Interface mit einer clone()-Methode ohne throws-Klausel definiert, dann werden all die Klassen unbrauchbar, die eine clone()-Methode mit "throws CloneNotSupportedException "-Klausel haben. Wenn man umgekehrt das Cloneable-Interface mit einer clone()-Methode mit "throws CloneNotSupportedException"-Klausel definiert, dann blieben zwar alle cloneable Klassen gültig, aber die Benutzer dieser Klassen haben ein Problem: sie müssen plötzlich die CloneNotSupportedException behandeln, wenn sie nach eine Cast auf Cloneable die clone()-Methode aufrufen. Wie auch immer man das anstellt, die Änderung des heutigen leeren Cloneable-Interfaces würde in jedem Fall existierenden Code brechen. Solche Brüche hat Sun bislang vermieden; man ist dort sehr um Kompatibilität der JDK-Versionen bemüht.  Deshalb ist nicht zu erwarten, dass das Cloneable-Interface jemals eine clone()-Methode haben wird.

Nun kann man das für eigene Projekte und Klassen natürlich anders und besser machen.   Als wir das Für und Wider der CloneNotSupportedException auf der OOP-Konferenz im Januar 2002 dargestellt haben, kam folgender Vorschlag aus dem Auditorium:  "Kann man nicht ein projekt-spezifisches Cloneable-Subinterface haben, dass eine clone()-Methode hat und diese Interface anstelle des Cloneable-Interfaces verwenden?"  Das ist eine gute Idee, die natürlich voraussetzt, dass es Programmierrichtlinien gibt oder die Software-Entwickler anderweitig motiviert sind, dieses neue Interface auch zu verwenden. Das Interface könnte dann wie folgt aussehen:

/\*\*   
 \* In contrast to the standard interface <code>java.lang.Cloneable</code>   
 \* this interface has a <code>clone</code> method. It is supposed to be   
 \* used in lieu of the standard <code>java.lang.Cloneable</code> interface.   
 \*   
 \* @author  ...   
 \* @version ...   
 \* @see     java.lang.Cloneable   
 \*/   
public interface CloneableWithCloneMethod extends Cloneable {

  /\*\*   
  \* Creates and returns a copy of this object.   
  \*   
  \* @return     a clone of this instance.   
  \* @exception  OutOfMemoryError            in case of not enough memory.   
  \* @exception  InternalError               in case of an unexpected CloneNotSupportedException.   
  \* @see        project.CloneableWithCloneMethod   
  \*/   
  public Object clone();   
}

Damit ist man zwar für die eigenen Klassen einen Schritt weiter, aber beim Klonen von generischen Collections beispielsweise muss man sich immer noch mit existierenden third-party Klassen herumschlagen, die das Cloneable-Interface implementieren und von dem projektspezifischen CloneableWithCloneMethod-Interface nichts wissen.

# Zusammenfassung

Die clone()-Methode sollte keine CloneNotSupportedexception werfen, sondern im Fehlerfall einen InternalError auslösen.
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